**Generate data with capture heterogeneity and analysis of data**

###############################################################################

###### Identify the violation of assumption through the gof plots ############

######## Generate data with violation of assumptions ( Heterogeneity) #########

###############################################################################

# generate some data where the assumptions of the model are violated and see

# if the residual plot and the p-value of the gof test assessment capture the

# problem ( violation of assumptions : failure of non-death assumption, entering

# animals to the sampled population between the first and second period, etc..)

#

# phi = probability that animal alive at the time of the first sampling

# occasion is still alive and present in the population at the time of

# the second sampling occasion

# lambda\_B = fraction of the total net births that enter the system between

# time 1 and time 2

#

# p1 - capture probability at time 1

# p2 - capture probability at time 2

########################################################

source("load.R") # load required functions and packages

options(width=350)

set.seed(123)

########################################################

#### consider 2 male groups and two female groups ######

########################################################

N <- 100000 # population size

theta <- c(0.8,0.6) # sub sample proportions

phi <- .9

lambda\_B <- 1.e-10 # since this is converted to log form, have to give

# a very small number instead of zero

##################################

########## Male group 1 ##########

##################################

cat1 <- "M" # category

M\_lambda\_1 <- 0.3 # category proportion for a particular group of males

## give the mean, standard deviation and correlation between each pair of ###

## variables (p1, p2, phi, lambda\_B) for generating data with heterogeneity ###

### mean for p1, p2, phi, lambda\_B ###

p1 <- 0.2

p2 <- 0.3

mu <- c(p1, p2, phi, lambda\_B) # mean values as a vector

### standard deviation of each variable ###

s\_p1 <- 0.03 # standard deviation of p1 at time 1

s\_p2 <- 0.06 # standard deviation of p2 at time 2

s\_phi <- 0 # standard deviation of phi

s\_lambda\_B <- 0 # standard deviation of lambda\_B

### correlation between each pair of variables ####

R\_p1\_p2 <- 0.7 # correlation between p1 and p2

R\_p1\_phi <- 0 # correlation between p1 and phi

R\_p1\_lambda\_B <- 0 # correlation between p1 and lambda\_B

R\_p2\_phi <- 0 # correlation between p2 and phi

R\_p2\_lambda\_B <- 0 # correlation between p2 and lambda\_B

R\_phi\_lambda\_B <- 0 # correlation between phi and lambda\_B

## correlation matrix ##

R <- matrix(c( 1, R\_p1\_p2, R\_p1\_phi, R\_p1\_lambda\_B,

R\_p1\_p2, 1, R\_p2\_phi, R\_p2\_lambda\_B,

R\_p1\_phi, R\_p2\_phi, 1, R\_phi\_lambda\_B,

R\_p1\_lambda\_B,R\_p2\_lambda\_B,R\_phi\_lambda\_B, 1), ncol = 4)

## vector with standard deviation of each variable ##

standard\_dev <- c(s\_p1, s\_p2, s\_phi, s\_lambda\_B)

D <- diag(standard\_dev) # create a diagonal matrix

## convert correlation matrix to variance-covariance matrix ##

VCV <- D%\*%R%\*%D

input1 <-list(N=N,mu=mu,VCV=VCV,cat=cat1,theta=theta,lambda=M\_lambda\_1)

##################################

########## Male group 2 ##########

##################################

cat1 <- "M" # category

M\_lambda\_2 <- 0.2 # category proportion for a particular group of males

## give the mean, standard deviation and correlation between each pair of ###

## variables (p1, p2, phi, lambda\_B) for generating data with heterogeneity ###

### mean for p1, p2, phi, lambda\_B ###

p1 <- 0.3

p2 <- 0.4

mu <- c(p1, p2, phi, lambda\_B) # mean values as a vector

### standard deviation of each variable ###

s\_p1 <- 0.05 # standard deviation of p1 at time 1

s\_p2 <- 0.03 # standard deviation of p2 at time 2

s\_phi <- 0 # standard deviation of phi

s\_lambda\_B <- 0 # standard deviation of lambda\_B

### correlation between each pair of variables ####

R\_p1\_p2 <- 0.8 # correlation between p1 and p2

R\_p1\_phi <- 0 # correlation between p1 and phi

R\_p1\_lambda\_B <- 0 # correlation between p1 and lambda\_B

R\_p2\_phi <- 0 # correlation between p2 and phi

R\_p2\_lambda\_B <- 0 # correlation between p2 and lambda\_B

R\_phi\_lambda\_B <- 0 # correlation between phi and lambda\_B

## correlation matrix ##

R <- matrix(c( 1, R\_p1\_p2, R\_p1\_phi, R\_p1\_lambda\_B,

R\_p1\_p2, 1, R\_p2\_phi, R\_p2\_lambda\_B,

R\_p1\_phi, R\_p2\_phi, 1, R\_phi\_lambda\_B,

R\_p1\_lambda\_B,R\_p2\_lambda\_B,R\_phi\_lambda\_B, 1), ncol = 4)

## vector with standard deviation of each variable ##

standard\_dev <- c(s\_p1, s\_p2, s\_phi, s\_lambda\_B)

D <- diag(standard\_dev) # create a diagonal matrix

## convert correlation matrix to variance-covariance matrix ##

VCV <- D%\*%R%\*%D

input2 <- list(N=N,mu=mu,VCV=VCV,cat=cat1,theta=theta,lambda=M\_lambda\_2)

#########################

#### Female group 1 ####

#########################

cat2 <- "F" # category

F\_lambda\_1 <- 0.4 # category proportion for a particular group of females

## give the mean, standard deviation and correlation between each pair of ###

## variables (p1, p2, phi, lambda\_B) for generating data with heterogeneity ###

### mean for p1, p2, phi, lambda\_B ###

p1 <- 0.2

p2 <- 0.4

mu <- c(p1, p2, phi, lambda\_B) # mean values as a vector

### standard deviation of each variable ###

s\_p1 <- 0.01 # standard deviation of p1 at time 1

s\_p2 <- 0.05 # standard deviation of p2 at time 2

s\_phi <- 0 # standard deviation of phi

s\_lambda\_B <- 0 # standard deviation of lambda\_B

### correlation between each pair of variables ####

R\_p1\_p2 <- 0.6 # correlation between p1 and p2

R\_p1\_phi <- 0 # correlation between p1 and phi

R\_p1\_lambda\_B <- 0 # correlation between p1 and lambda\_B

R\_p2\_phi <- 0 # correlation between p2 and phi

R\_p2\_lambda\_B <- 0 # correlation between p2 and lambda\_B

R\_phi\_lambda\_B <- 0 # correlation between phi and lambda\_B

## correlation matrix ##

R <- matrix(c( 1, R\_p1\_p2, R\_p1\_phi, R\_p1\_lambda\_B,

R\_p1\_p2, 1, R\_p2\_phi, R\_p2\_lambda\_B,

R\_p1\_phi, R\_p2\_phi, 1, R\_phi\_lambda\_B,

R\_p1\_lambda\_B,R\_p2\_lambda\_B,R\_phi\_lambda\_B, 1), ncol = 4)

## vector with standard deviation of each variable ##

standard\_dev <- c(s\_p1, s\_p2, s\_phi, s\_lambda\_B)

D <- diag(standard\_dev) # create a diagonal matrix

## convert correlation matrix to variance-covariance matrix ##

VCV <- D%\*%R%\*%D

input3 <- list(N=N,mu=mu,VCV=VCV,cat=cat2,theta=theta,lambda=F\_lambda\_1)

#########################

#### Female group 2 ####

#########################

cat2 <- "F" # category

F\_lambda\_2 <- 0.1 # category proportion for a particular group of females

## give the mean, standard deviation and correlation between each pair of ###

## variables (p1, p2, phi, lambda\_B) for generating data with heterogeneity ###

### mean for p1, p2, phi, lambda\_B ###

p1 <- 0.3

p2 <- 0.3

mu <- c(p1, p2, phi, lambda\_B) # mean values as a vector

### standard deviation of each variable ###

s\_p1 <- 0.02 # standard deviation of p1 at time 1

s\_p2 <- 0.06 # standard deviation of p2 at time 2

s\_phi <- 0 # standard deviation of phi

s\_lambda\_B <- 0 # standard deviation of lambda\_B

### correlation between each pair of variables ####

R\_p1\_p2 <- 0.5 # correlation between p1 and p2

R\_p1\_phi <- 0 # correlation between p1 and phi

R\_p1\_lambda\_B <- 0 # correlation between p1 and lambda\_B

R\_p2\_phi <- 0 # correlation between p2 and phi

R\_p2\_lambda\_B <- 0 # correlation between p2 and lambda\_B

R\_phi\_lambda\_B <- 0 # correlation between phi and lambda\_B

## correlation matrix ##

R <- matrix(c( 1, R\_p1\_p2, R\_p1\_phi, R\_p1\_lambda\_B,

R\_p1\_p2, 1, R\_p2\_phi, R\_p2\_lambda\_B,

R\_p1\_phi, R\_p2\_phi, 1, R\_phi\_lambda\_B,

R\_p1\_lambda\_B,R\_p2\_lambda\_B,R\_phi\_lambda\_B, 1), ncol = 4)

## vector with standard deviation of each variable ##

standard\_dev <- c(s\_p1, s\_p2, s\_phi, s\_lambda\_B)

D <- diag(standard\_dev) # create a diagonal matrix

## convert correlation matrix to variance-covariance matrix ##

VCV <- D%\*%R%\*%D

input4 <- list(N=N,mu=mu,VCV=VCV,cat=cat2,theta=theta,lambda=F\_lambda\_2)

###################################################################

#### check whether the proportion for each category is correct ####

###################################################################

tot\_prop <- M\_lambda\_1 + M\_lambda\_2 + F\_lambda\_1 + F\_lambda\_2

if((tot\_prop != 1)){stop("Error: proportion for each category is wrong.

Total does not equal to 1")}

###############################################################################

##### fit the model for the generated data(with heterogeneity) with the #######

##### following design matrices and offset vectors ############################

#model identification : unrestricted model

model.id = paste("{ p(c\*t), theta(t), lambda(c) }")

captureDM <- create.DM(c(1,2,3,4))

thetaDM <- create.DM(c(1,2))

lambdaDM <- create.DM(c(1))

#give the offset vectors(vectors of zero's should be given since no restriction)

captureOFFSET <- c(0,0,0,0)

thetaOFFSET <- c(0,0)

lambdaOFFSET <- c(0)

###############################################################################

############### fitting the model to data with heterogeneity ##################

# create list of list as input data

# there are 4 list as input1,input2,input3,input4 since 2 male groups and two female groups

input =list(input1,input2,input3,input4)

#################################################################

## analysis and residual plot for one data set with heterogeneity

gen.data.set <- ldply(input, generate.data.heterogeneity)

data <- NULL

data$History <- as.vector(gen.data.set$History)

data$counts <- gen.data.set$counts

data$category <- c(cat1,cat2)

model\_res <- fit.model(model.id,data,captureDM,thetaDM,lambdaDM,

captureOFFSET,thetaOFFSET,lambdaOFFSET)

# print results (Model information, MLEs, SE,residual plot, etc..)

print.output(model\_res)

##################################################################

# "n.sim" is the number of simulations of heterogeneity data sets

# simulate "n.sim" number of data set with heterogeneity and fit the model

# to each data set and save the estimates in a data frame and then calculate

# the mean vales of the estimates

#histogram of estimates of population size and the mean values of the all estimates

# the function "simulation.results" is in the file "generate.data.heterogeneity.R"

heterogeneity.results <- simulation.results(n.sim=1000,input,model.id,

captureDM,thetaDM,lambdaDM,

captureOFFSET,thetaOFFSET,lambdaOFFSET)

heterogeneity.results

###############################################################################

###############################################################################

########## check the code using simple Lincoln Petersen estimates #############

###############################################################################

N <- 100000 # population size

theta <- c(1,1) # sub sample proportions

phi <- .99999999 # Since this is converted to logit, give a value

# closer to 1 instead of value 1

lambda\_B <- 1.e-10 # since this is converted to log form, have to give

# a very small number instead of zero

cat1 <- "M" # category

lambda\_M <- 0.4 # category proportion for a particular group of males

## give the mean, standard deviation and correlation between each pair of ###

## variables (p1, p2, phi, lambda\_B) for generating data with heterogeneity ###

### mean for p1, p2, phi, lambda\_B ###

p1 <- 0.2

p2 <- 0.3

mu <- c(p1, p2, phi, lambda\_B) # mean values as a vector

### standard deviation of each variable ###

s\_p1 <- 0 # standard deviation of p1 at time 1

s\_p2 <- 0 # standard deviation of p2 at time 2

s\_phi <- 0 # standard deviation of phi

s\_lambda\_B <- 0 # standard deviation of lambda\_B

### correlation between each pair of variables ####

R\_p1\_p2 <- 0 # correlation between p1 and p2

R\_p1\_phi <- 0 # correlation between p1 and phi

R\_p1\_lambda\_B <- 0 # correlation between p1 and lambda\_B

R\_p2\_phi <- 0 # correlation between p2 and phi

R\_p2\_lambda\_B <- 0 # correlation between p2 and lambda\_B

R\_phi\_lambda\_B <- 0 # correlation between phi and lambda\_B

## correlation matrix ##

R <- matrix(c( 1, R\_p1\_p2, R\_p1\_phi, R\_p1\_lambda\_B,

R\_p1\_p2, 1, R\_p2\_phi, R\_p2\_lambda\_B,

R\_p1\_phi, R\_p2\_phi, 1, R\_phi\_lambda\_B,

R\_p1\_lambda\_B,R\_p2\_lambda\_B,R\_phi\_lambda\_B, 1), ncol = 4)

## vector with standard deviation of each variable ##

standard\_dev <- c(s\_p1, s\_p2, s\_phi, s\_lambda\_B)

D <- diag(standard\_dev) # create a diagonal matrix

## convert correlation matrix to variance-covariance matrix ##

VCV <- D%\*%R%\*%D

input\_M <-list(N=N,mu=mu,VCV=VCV,cat=cat1,theta=theta,lambda=lambda\_M)

###########################################

cat2 <- "F" # category

lambda\_F <- 0.6 # category proportion for a particular group of males

## give the mean, standard deviation and correlation between each pair of ###

## variables (p1, p2, phi, lambda\_B) for generating data with heterogeneity ###

### mean for p1, p2, phi, lambda\_B ###

p1 <- 0.2

p2 <- 0.3

mu <- c(p1, p2, phi, lambda\_B) # mean values as a vector

### standard deviation of each variable ###

s\_p1 <- 0 # standard deviation of p1 at time 1

s\_p2 <- 0 # standard deviation of p2 at time 2

s\_phi <- 0 # standard deviation of phi

s\_lambda\_B <- 0 # standard deviation of lambda\_B

### correlation between each pair of variables ####

R\_p1\_p2 <- 0 # correlation between p1 and p2

R\_p1\_phi <- 0 # correlation between p1 and phi

R\_p1\_lambda\_B <- 0 # correlation between p1 and lambda\_B

R\_p2\_phi <- 0 # correlation between p2 and phi

R\_p2\_lambda\_B <- 0 # correlation between p2 and lambda\_B

R\_phi\_lambda\_B <- 0 # correlation between phi and lambda\_B

## correlation matrix ##

R <- matrix(c( 1, R\_p1\_p2, R\_p1\_phi, R\_p1\_lambda\_B,

R\_p1\_p2, 1, R\_p2\_phi, R\_p2\_lambda\_B,

R\_p1\_phi, R\_p2\_phi, 1, R\_phi\_lambda\_B,

R\_p1\_lambda\_B,R\_p2\_lambda\_B,R\_phi\_lambda\_B, 1), ncol = 4)

## vector with standard deviation of each variable ##

standard\_dev <- c(s\_p1, s\_p2, s\_phi, s\_lambda\_B)

D <- diag(standard\_dev) # create a diagonal matrix

## convert correlation matrix to variance-covariance matrix ##

VCV <- D%\*%R%\*%D

input\_F <-list(N=N,mu=mu,VCV=VCV,cat=cat2,theta=theta,lambda=lambda\_F)

#### fit the model for the generated data(no heterogeneity in the data) #################

#model identification : unrestricted model

model.id = paste("{ p(t), theta(t), lambda(c) }")

captureDM <- create.DM(c(1,1,2,2))

thetaDM <- create.DM(c(1,2))

lambdaDM <- create.DM(c(1))

#give the offset vectors(vectors of zero's should be given since no restriction)

captureOFFSET <- c(0,0,0,0)

thetaOFFSET <- c(0,0)

lambdaOFFSET <- c(0)

#########################################

# create list of list as input data

input =list(input\_M,input\_F)

n.sim =1000 #the number of simulations of heterogeneity data sets

LP.sim.data <- rdply(n.sim,fit.model.to.heterogeneity.data(input,model.id,

captureDM,thetaDM,lambdaDM,

captureOFFSET,thetaOFFSET,lambdaOFFSET))

names(LP.sim.data) <- c("sample","N","N\_M","N\_F", "p\_1M","p\_1F", "p\_2M",

"p\_2F", "lambda\_M", "lambda\_F", "theta\_1", "theta\_2")

# mean of the estimates of the population size is displyed inside the graph

x.pos = min(LP.sim.data$N) +

0.75\*(max(LP.sim.data$N) - min(LP.sim.data$N))

#histogram for the estimates of the population size

histogram\_N\_hat\_LP <- ggplot(LP.sim.data, aes(x=N,..density.. ))+

geom\_histogram(aes(y=..density.. ))+

xlab("Estimates of N") + ylab("Density")+

ggtitle(paste("Histogram of population estimates for non-heterogeneity Data",

"\n model: ", model.id,

"\n number of simulation = ", n.sim, ", initial pop size = N =",N, sep=" "))+

theme(axis.text=element\_text(size=10,face="bold"),

axis.title=element\_text(size=14,face="bold"),

plot.title = element\_text(size = 14,face="bold"))+

annotate("text", label = paste("mean = ",

round(mean(LP.sim.data$N)),sep=""),

x = x.pos, hjust = 0, y = Inf, vjust = 2, color = "darkred")

N\_M <- N \* lambda\_M

N\_F <- N \* lambda\_F

p\_1M <- p1

p\_1F <- p1

p\_2M <- p2

p\_2F <- p2

initial.value <- prettyNum(round(c(N,N\_M,N\_F,p\_1M,p\_1F,p\_2M,p\_2F, lambda\_M,

lambda\_F, theta),3),, big.mark = ",")

names(initial.value) <- c("N","N\_M","N\_F", "p\_1M","p\_1F", "p\_2M",

"p\_2F", "lambda\_M", "lambda\_F", "theta\_1", "theta\_2")

sim.means.LP <- prettyNum(round(colMeans(LP.sim.data[2:ncol(LP.sim.data)]),3),

big.mark = ",")

df.initial\_sim.means <- as.data.frame(cbind(initial.value,sim.means.LP))

names(df.initial\_sim.means) <- c( "initial.values" ,"mean\_estimate")

#histogram for the estimates of the population size

histogram\_N\_hat\_LP

# initial parameter values and mean of the estimates using simulations

df.initial\_sim.means

###############################################################################

######## end of check the code using simple Lincoln Petersen estimates ########

###############################################################################

**Analysis and residual plot for one data set with capture heterogeneity**

Initial values used for optimization routine:

Initial capture probabilities:

time1 time2

M 0.2350288 0.3320703

F 0.2350288 0.3320703

Initial category proportions:

lambda\_ M lambda\_ F

0.5 0.5

Initial sub-sample proportions:

theta\_1 theta\_2

0.7989580 0.6083423

Initial population size for optimization(simple Lincoln Petersen estimator is used) : 98,813

Design matrix and OFFSET vector for capture probabilities:

Beta.1 Beta.2 Beta.3 Beta.4 OFFSET.vector

p1M 1 0 0 0 0

p1F 0 1 0 0 0

p2M 0 0 1 0 0

p2F 0 0 0 1 0

Design matrix and OFFSET vector for sub-sample proportions (theta):

Beta.1 Beta.2 OFFSET.vector

theta\_1 1 0 0

theta\_2 0 1 0

Design matrix and OFFSET vector for category proportions (lambda):

Beta OFFSET.vector

lambda\_M 1 0

Find MLEs:

MLEs for capture probabilities:

time1 time2

M 0.2608458 0.3297775

F 0.2119846 0.3346467

MLEs for category proportions:

lambda\_ M lambda\_ F

0.4754415 0.5245585

MLEs for sub-sample proportions:

theta\_1 theta\_2

0.7989581 0.6083423

MLE for Population size : 98,736

MLE for Population size of category M : 46,943

MLE for Population size of category F : 51,793

SE's of the MLEs

SE's of the MLEs of capture probabilities:

time1 time2

M 0.003829928 0.004491420

F 0.003348127 0.004786395

SE's of the MLEs of the category proportions:

lambda\_ M lambda\_ F

0.005106391 0.005106391

SE's of the MLEs of the sub-sample proportions:

theta\_1 theta\_2

0.002629885 0.003080930

SE of the MLE of the population size: 808

SE for Population size of category M : 597

SE for Population size of category F : 696

Observed and Expected counts for capture histories for the model { p(c\*t), theta(t), lambda(c) }

History Observed.Counts Expected.counts Residual Standardized.Residuals

1 U0 3139 3118.537 20.4631716 0.372363144

2 UU 1530 1550.487 -20.4865934 -0.524412155

3 M0 6546 6556.891 -10.8914632 -0.139206270

4 F0 5827 5836.447 -9.4473948 -0.127487844

5 MM 3237 3226.265 10.7349155 0.192159817

6 FF 2945 2935.505 9.4953816 0.177920073

7 0M 6961 6961.058 -0.0575603 -0.000715585

8 0F 8309 8308.780 0.2201332 0.002523511

9 0U 9831 9830.894 0.1063846 0.001130724

Standardized residual plot for the model { p(c\*t), theta(t), lambda(c) }
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N <- 100000 # population size

theta <- c(0.8,0.6) # sub sample proportions

phi <- .9

lambda\_B <- 1.e-10 # since this is converted to log form, have to give

# a very small number instead of zero

![](data:image/png;base64,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)

$sim.means

mean\_estimate

N 98,717

N\_M 47,965

N\_F 50,752

p\_1M 0.252

p\_1F 0.217

p\_2M 0.321

p\_2F 0.338

lambda\_M 0.486

lambda\_F 0.514

theta\_1 0.8

theta\_2 0.6

**Check the code using simple Lincoln Petersen estimates**

N <- 100000 # population size

theta <- c(1,1) # sub sample proportions

phi <- .99999999 # Since this is converted to logit, give a value

# closer to 1 instead of value 1

lambda\_B <- 1.e-10 # since this is converted to log form, have to give

# a very small number instead of zero
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# initial parameter values and mean of the estimates using simulations

df.initial\_sim.means

initial.param.values mean\_estimate

N 1e+05 1e+05

N\_M 40,000 40,011

N\_F 60,000 60,012

p\_1M 0.2 0.2

p\_1F 0.2 0.2

p\_2M 0.3 0.3

p\_2F 0.3 0.3

lambda\_M 0.4 0.4

lambda\_F 0.6 0.6

theta\_1 1 1

theta\_2 1 1